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1. INTRODUCTION

Software bugs make a huge impact on our society [1,2]. Most of 
them can be caused by the general use of a natural language in the 
upstream process of software development because the natural lan-
guage contains an ambiguity. The ambiguity can drive program-
mers to misinterpret the specification [2]. Hence, the programmer 
might embed some bugs in the program.

One way of solving this problem is to design software in the 
upstream process by using a formal method. In development by 
using it, specifications are written in a formal specification lan-
guage based on mathematical logic. They can be proved the math-
ematically by using theorem proving and mechanical checking [3]. 
It allows for precise design without the ambiguity.

Vienna Development Method (VDM)++ is a formal specification 
language that can handle object-oriented modeling [4]. VDM++ 
has strict grammar. Because of the strict grammar, it is difficult to 
describe them because they are needed to write data types and system 
invariants that are not available in a natural language specification.

This study attempts to generate a VDM++ specification automat-
ically from a natural language specification by machine learning. 
In the automatic generation of a VDM++ specification, it is neces-
sary to extract words that consist of predicates and nouns from the 
natural language specifications. The predicates are corresponding 
to functions and nouns are corresponding to variables, respectively.

However, it is difficult to use the extracted nouns and predicates 
along with the grammar of VDM++ specification. A VDM++ spec-
ification cannot be described from the only extracted nouns and 
predicates.

This paper proposes an approach to generate VDM++ specification 
from the extracted nouns and predicates.

2. VDM++

Vienna development method is one of the formal methods. 
VDM++ is an object-oriented extension of the VDM-SL language 
and is currently most used in VDM [4].

Table 1 shows the definitions in VDM++ as a target in this paper. 
The keywords contain the number of elements and syntax infor-
mation. The syntax is the set of description rules in VDM++, and 
each element corresponds to ordinal numbers in the syntax in 
Table 1 [4].

3. THE PROPOSED APPROACH

The proposed approach automatically generates a VDM++ specifi-
cation. Figure 1 shows the flow of the proposed approach.

 1. Extract a word list from a natural language specification. It is 
referred to as a word list as the extracted word list.
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 2. Classify word list by machine learning from the extracted 
word list. It is referred to as a word list as the classified  
word list.

 3. Insert an identifier into the classified word list.

 4. Get the identifier from the word list into which the identifier 
is inserted.

 5. Put the elements of each word list into the VDM++ specifica-
tion syntax corresponding to the gotten identifier.

This paper focuses on 3–5 steps (lower frame of Figure 1). Here, 
the generation of a classified word list by machine learning from 
the natural language specification in 1 and 2 steps is a future issue.

3.1. The Data Structure

The proposed approach defines two data structures: classified word 
list and identifier.

3.1.1. Classified word list

A classified word list is a per line of the list of elements required 
to generate an identifier based on a syntax for a variable or func-
tion. Figure 2 shows the flow of the identifier insertion process 
described in Section 3.2.1. It also shows an example of a classified 
word list at the upper.

Each column of the classified word list is explained as follows. The 
element in the first column (Column A) is a temporary ID, and it is 
replaced with an identifier later. The element in the second column 
(Column B) is the variable name or function name described in the 
VDM++ specification.

The elements in the third column (Column C) and the subsequent 
columns differ depending on each target: values, types, instance 
variables, and operations.

Figure 1 | The flow of the proposed approach.

Table 1 | The definitions in VDM++

VDM++ keyword Number of elements Syntax

Values 2 1st = 2nd
Types 2 public 1st = 2nd
Instance variables 3 1st: 2nd: = 3rd
Operations 5 or more public 1st: 2nd ⇒ 3rd pre 

4th post 5th

 • In the case of the values, the element in Column C is real value.

 • In the case of the types, the element in Column C is type’s name.

 • In the case of the instance variable, the columns after Column 
C consist of the type name and initial value. In another case, the 
values may not be specified.

 • In the case of the operations, the columns after Column C consist 
of a pre-condition, post-condition, function argument, delimiter 
“#”, and return type.

3.1.2. Identifiers

Identifiers are generated based on the number of elements in the 
classified word list corresponding to the keywords of the VDM++ 
in Table 1. The insertion condition of each identifier in the classi-
fied word list is described as follows.

 • The “values” keyword indicates that the number of elements in the 
second and subsequent columns (Column B or later) of the clas-
sified word list is 2, and the third column (Column C) is a value.

 • The “types” keyword indicates that the number of elements in 
the second and subsequent columns (Column B or later) of the 
classified word list is 2, and the third column (Column C) is a 
type definition. If the number of elements is 1, the element in the 
third column (Column C) is real.

 • The “instance variables” keyword indicates that the number of 
elements in the second and subsequent columns (Column B or 
later) of the classified word list is 3.

 • The “operations” keyword indicates that the number of elements 
in the second and subsequent columns (Column B or later) of the 
classified word list is 5 or greater.

Figure 2 | The flow of the identifier insertion process.
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3.2. The Approach Process

To generate VDM++ specification, it is proposed two algorithms: 
the identifier insertion process and the VDM++ specification con-
version process.

3.2.1. Identifier insertion process

Figure 2 shows the flow of the identifier insertion process. The 
identifier insertion process replaces a temporary ID in the 1st 
column (Column A) of the classified word list with an identifier 
following the conditions described in Section 3.1.2.

3.2.2.  VDM++ specification  
conversion process

Figure 3 shows the flow of the VDM++ specification conversion 
process. The VDM++ specification conversion process describes 
the VDM++ specification based on the identifier inserted list.

How to describe the VDM++ specification is explained. First, 
the “class <class-name>” is described on the first line. The word 
“<class-name>” is described as the class name of the speci-
fication. The “<class-name>” is given as an argument when 
we generate the specification. Next, each VDM++ keyword is 
described. Statements are written after the keyword according 

to the syntax. Finally, the “end <class-name>” is described to 
the end of the line.

As an example, the third row of the list in which the identi-
fier is inserted in Figure 2 is described. The first step reads the 
identifier of the first column and finds the “values”. The second 
step, according to its syntax “1st = 2nd;”, associates “appropri-
ate_BMI_upper_limit” in the second column (Column B) and 
“30” in the third column (Column C) of the identifier inserted 
list, respectively. The final step writes the statement “appropri-
ate_BMI_upper_limit = 30;” after keyword “types” that in the 
VDM++ specifications.

4.  APPLICATION EXAMPLES  
AND DISCUSSION

We have developed two tools: an inserter and a converter, which 
are implemented in the two proposed process. They have applied a 
classified word list to the inserter and an identifier inserted list to 
the converter.

The upper of Figure 2 shows the input of inserter, and the lower 
of Figure 2 shows the output of the inserter. For each row in the 
output list, we verify that the identifier can be inserted correctly 
as follows. Rows 1–3 in the classified word list represents a vari-
able with an initial value. Because the number of elements in 
the second and subsequent columns (Column B or later) of the 
input list is 2, and the third column (Column C) is a number, the 
inserter inserts an identifier “values”. Rows 4 and 5 represents a 
variable that defines only the types. Because the number of ele-
ments in the second and subsequent columns (Column B or later) 
of the input list is 1, the inserter inserts an identifier “types”. Row 
6 represents the instance variable. Because the number of the ele-
ments in the second and subsequent columns (Column B or later) 
of the input list is 3, the inserter inserts an identifier “instance 
variables”. Rows 7–10 represent operations. Because the number 
of elements in the second and subsequent columns (Column B or 
later) of the input list is 5 or greater, the inserter inserts an iden-
tifier “operations”. Thus, the inserter can generate an identifier 
inserted list correctly.

The upper of Figure 3 shows the input of a converter and the 
lower of Figure 3 shows the output of the converter. The output of 
the inserter in Figure 2 is the same as the input of the converter in 
Figure 3. We verify that the converter generates a VDM++ spec-
ification correctly based on the syntax in Table 1 as well as the 
inserter. We confirm that the converter can generate the VDM++ 
specification that consists of statements corresponding to the 
syntax in Table 1.

Furthermore, we verify that the VDM++ specification generated 
by the tools based follows the VDM++ syntax. Figure 4 shows 
an output of the converter to describe the VDM++ specification. 
VDM++ Toolbox with syntax and type checker displays no warn-
ing for the generated VDM++ specification. Therefore, we have 
confirmed that the proposed process can automatically generate 
the VDM++ specification corresponding to the VDM++ syntax 
from the classified word list.Figure 3 | The flow of VDM++ specification conversion process.



168 T. Katayama et al. / Journal of Robotics, Networking and Artificial Life 7(3) 165–169

5. CONCLUSION

This paper has proposed the approach to aim at automatically 
generating a VDM++ specification from the classified word list. 
It means this paper proposes 3–5 steps (lower frame of Figure 1). 
As a constraint, it assumes that a classified word list is gener-
ated by the machine learning from a natural language specifica-
tion by the steps 1 and 2. As a result, the VDM++ specification 
can be automatically generated from the list, which will be able 
to classify from the natural language specification by machine 
learning.

We confirmed that the VDM++ specification is generated by 
applying the classified word list to the proposed approach. From 
this result, it can be useful by the automatic generation of VDM++ 
specifications.

Future issues are as follows:

 • Generating a classified word list by machine learning from a 
natural language specification.

 • Corresponding to another syntax in VDM++.

About the first issue, it corresponds to steps 1 and 2 in Section 3. 
We think that it is possible to generate the classified word list from 
the natural language specification by implementing the following.

 1. Generate a modification relation by extracting the variable 
names and function names from the natural language  
specification.

 2. Let a model learn the elements to insert the identifiers by 
using the modification relation [5].

 3. Generate the classified word list from the extracted word list 
by using the learning model.
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